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Pancake Sorting

The cook at the Sunrise Cafe is sloppy. When she prepares pancakes, they all come out a different size. The server, however, is tidy. Before he delivers a stack to a customer, he rearranges the pancakes in order of size, with the smallest one on top and the largest on the bottom. To do so, he grabs several pancakes from the top and flips them over. He repeats this "grab-and-flip" operation as many times as necessary, varying the number of pancakes that he flips each time. If he has a stack of n pancakes, what's the maximum number of flips that he'll ever need to use to rearrange them?

A spatula flips over the top three pancakes in this six-pancake stack.

Wikipedia

The original pancake problem was posed in 1975 in the American Mathematical Monthly by Jacob E. Goodman, writing under the name "Harry Dweighter" (or "Harried Waiter"). It attracted considerable attention in subsequent years and has since become a staple of theoretical computer science courses.
Suppose, for example, that you have a five-pancake stack, with the pancakes ranked according to size, from 1 (smallest) to 5 (largest). The stack starts out in the following order (from top to bottom): [5 2 3 4 1]. How many flips do you need to sort this stack using the server's "grab-and-flip" sorting method?

Here's one way to do it. Flip the whole stack over. This puts the largest pancake on the bottom. Flip the top four pancakes. Flip the top three pancakes. Flip the top four pancakes. You're done in four steps.

```
5 1 2 4 1
2 4 3 3 2
3 3 4 2 3
4 2 1 1 4
1 5 5 5 5
```

It turns out that, given all possible arrangements of five pancakes in a stack, no more than five flips are ever needed to put a five-pancake stack in order. In fact, of the 120 possible arrangements, or permutations, of 5 pancakes, precisely 20 require the full five flips to get them into order.

The maximum number of flips ever needed to rearrange a stack of \( n \) pancakes is now known as the \( n \)th pancake number, \( P_n \). In technical terms, the problem concerns the number of flips, or prefix reversals, needed to sort the elements of an arbitrary permutation.

Initial work established that \( P_n \) had to be at least \( n \) and no more than \( 2n - 3 \), for \( n \) greater than 2.

You can achieve the upper bound by following a simple procedure. Bring the largest pancake not yet sorted to the top with one flip. Then move it to its final position with an additional flip. Then repeat the procedure for the remaining pancakes. When you are left with just two pancakes to be sorted, the final step requires only a single flip.

In 1979, William "Bill" H. Gates and Christos H. Papadimitriou used a different sorting algorithm to improve on the upper and lower limits, showing that \((5n + 5)/3 \) flips always suffice and that \(17n/16 \) flips may be needed. It's the only technical paper that Bill Gates, co-founder of Microsoft, ever published. The same upper bound was independently obtained by E. Györi and G. Turán at roughly the same time.

In 1997, Mohammad H. Heydari and I. Hal Sudborough improved the lower bound to \( 15n/14 \) and computed the pancake numbers up to 13.

Here are the known pancake numbers.

<table>
<thead>
<tr>
<th>( n )</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>10</th>
<th>11</th>
<th>12</th>
<th>13</th>
</tr>
</thead>
<tbody>
<tr>
<td>( P_n )</td>
<td>0</td>
<td>1</td>
<td>3</td>
<td>4</td>
<td>5</td>
<td>7</td>
<td>8</td>
<td>9</td>
<td>10</td>
<td>11</td>
<td>13</td>
<td>14</td>
<td>15</td>
</tr>
</tbody>
</table>

\( P_{14} \) is unknown. We can readily show, however, that \( P_{14} \) must be at least 15 and no more than 17. In a stack of 14 pancakes, it takes at most two flips to bring the largest pancake to the bottom. That leaves an unordered stack of 13 pancakes, which we know can be sorted in no more than 15 steps.
An interesting variant of the problem, introduced by Gates and Papadimitriou, concerns pancakes that are burnt on one side. Here, the pancakes must be sorted with the burnt side down.

In general, a pancake stack is an example of a data structure, and the pancake problem is relevant, for example, to the construction of networks of parallel processors, in which pancake sorting can provide an effective routing algorithm between processors.

Pancake sorting also provides insights into evolutionary processes. In any evolutionary process, changes in DNA sequences (genomes) can cause a new species to split off from an existing one, thus leading to the diversity of lifeforms that we know today.

To reconstruct such changes, you can compare the genomes of related species. For example, you can look for reversal events, when a portion of a chromosome is deleted and replaced with the reversed sequence. Such events can create entirely new genes—and new species.

Analyzing the transformation from one species to another is analogous to the problem of finding the shortest series of reversals to transform one into the other. The analysis of genomes evolving by inversions leads to the combinatorial problem of sorting by reversals—the pancake problem.
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Additional information about pancake sorting can be found at http://mathworld.wolfram.com/PancakeSorting.html and http://en.wikipedia.org/wiki/Pancake_sorting.

The terms of the pancake sequence and other information is available at http://www.research.att.com/cgi-bin/access.cgi/as/njas/sequences/eisA.cgi?Anum=058986.

To do pancake sorting as a game, go to http://www.cut-the-knot.org/SimpleGames/Flipper.shtml.

Comments are welcome. Please send messages to Ivars Peterson at ipeterson@maa.org.
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Motivation

Problem posed by Jacob Goodman in 1973

A waiter navigating a busy restaurant with a stack of $n$ pancakes of different sizes.

Waiter wants to sort the pancakes in order by size.

Having only one free hand, the only available operation is to lift a top portion of the stack, invert it, and replace it.
Example

\[
\begin{array}{cccccc}
5 & 6 & 2 & 4 & 1 \\
6 & 5 & 3 & 3 & 2 \\
1 & 1 & 4 & 2 & 3 \\
4 & 4 & 1 & 1 & 4 \\
3 & 3 & 5 & 5 & 5 \\
2 & 2 & 6 & 6 & 6 \\
\end{array}
\]
The Pancake Problem

Problem: Find the maximum number of flips needed for a stack of \( n \) pancakes
Examples

For \( n = 2 \), can always do in at most one flip; the stack

\[
\begin{array}{c}
2 \\
1 \\
\end{array}
\]

takes 1.

For \( n = 3 \), can always do in at most three flips by flipping 3 to top, then flipping 3 to bottom, and if necessary then flipping 2 to the top.

\[
\begin{array}{cccc}
1 & 3 & 2 & 1 \\
3 & 1 & 1 & 2 \\
2 & 2 & 3 & 3 \\
\end{array}
\]

Harry Dweighter The Pancake Problem
Significance of Problem

The pancake problem relates to the construction of networks of parallel processors.

A prefix of a string is an initial segment.
E.g. 123 is a prefix of 12367

A flip is the reversal of a prefix.
E.g. Flipping 123 in 12367 results in the string 32167.

In this light, the Pancake problem becomes:
What is the maximum number of flips needed to sort string of \( n \) integers into ascending order?
A common problem in computing is to sort a list of numbers.

Idea: design a computer that quickly sorts a list of \( n \) numbers. Each processor would correspond to a particular flip.

Answering to Pancake Problem gives worst number of steps needed to sort a list of \( n \) numbers.
We could have one processor for each transposition \((i,j)\).

Then we would have \(\binom{n}{2}\) processor & \(\max \# \text{ steps } n - 1\).

Using flips, we have only \(n\) processors. Quite a savings!

But does this savings come the cost of more steps?
We have an algorithm that shows that a stack of $n$ pancakes can be ordered in at most $2n - 3$ flips.

We’ve used an exhaustive computer search to show:

<table>
<thead>
<tr>
<th>Stack Size</th>
<th>Max # flips</th>
<th># stacks requiring max</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>2</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>3</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>4</td>
<td>4</td>
<td>20</td>
</tr>
<tr>
<td>5</td>
<td>5</td>
<td>2</td>
</tr>
<tr>
<td>6</td>
<td>7</td>
<td>35</td>
</tr>
<tr>
<td>7</td>
<td>8</td>
<td>455</td>
</tr>
</tbody>
</table>
This week’s results

∃ a stack of $n$ pancakes that $n - 1$ flips

\[
\begin{align*}
1 \\
3 \\
5 \\
\vdots \\
\vdots \\
n - 1 \\
2 \\
4 \\
6 \\
\vdots \\
n
\end{align*}
\]
Why does this take $n - 1$ flips?

Definition: Say that the pair of pancakes $i$ and $i + 1$ are **tight** in the stack $S$ if they are in consecutive positions.

Example: The 1 & 2 are tight; 2 & 3 aren’t consecutive in the stack below

```
6
5
2
1
3
4
```
Why does this take \( n - 1 \) flips?

For a stack \( S \), let \( t(S) = \# \) of tight pairs.

Example, if \( S \) is:

\[
\begin{align*}
6 \\
5 \\
2 \\
1 \\
3 \\
4
\end{align*}
\]

then \( t(S) = 3 \).
Why does this take \( n - 1 \) flips?

Note:
- For stack in correct order there are \( n - 1 \) tight pairs.
- If \( S' \) comes from flipping \( S \), then \( t(S') \leq t(S) + 1 \)
  Flipping can create at most one “new” tight pair.
- Since our odd-even stack has no tight pairs, it will take at least \( n - 1 \) flips to get to the correct stack which has \( n - 1 \) tight pairs.
Our targets

1. Find a good lower bound on max number of flips. 
   Involves: finding a stack that requires lots of flips.

   How do you show a stack requires many flips?

2. Find a good upper bound on the max number of flips needed. 
   That is, find an efficient algorithm for flipping any stack of pancakes.
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